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1 Introduction

This document is a user manual for the COMPASS tool, an open source tool
supporting systematic engineering of System of Systems using the COMPASS
Modelling Language (CML). The ultimate target is a tool that is built on top of
the Eclipse platform, that integrates both with the RT-Tester tool, and that also
integrates with Artisan Studio. In addition the tool functionality is available from
a command-line interface which also is explained. This document is targeted at
users with limited experience working with Eclipse based tools. Directions are
given as to where to obtain the software.

This user manual does not provide detail regarding the underlying CML formal-
ism. Thus if you are not familiar with this, we suggest the tutorial for CML before
proceeding with this user manual [WCF"12, BGW12].

is version of the document supports version 0.0.1 of the COMPASS tool suite.
fif/is intended to introduce readers to how this version of the tool can be used with
=ML models. The connection o the Artifan Siudigtopl ayidific RT; Tesir toglis
et available aﬁ&,"heri-pe, 14 not "ldeécribedMer in this g_lélivc:ral)le"-,l -

top of this we have built two proof-of-concept t'qolé-:_l the firstis t-he":jni;tiei]
S IDE. which wraps the core functionality and provides editing abilities|

The next version of the tool, for the D31.2 deliverable, will integrate the two
proof-of-concept tools we have here into a single IDE tool that incorporates all
the features. We will, however, retain the command-line tool for development
purposes.

Section 2 describes how to get hold of the software and get it installed on your
own computer. Section 3 describes the command-line interface to the COMPASS
tool. Afterwards Section 4 explains the different views in the COMPASS Eclipse
perspective. This is followed by Section 5 which explains how to manage different
projects in the COMPASS tool.

i 'I ~, . . . .'.I.. ,'.' II ~ I' -I . |:l:' -|

At pregent, the delivered software is split into several pieces. The dore| function- |
5 . N 610 ; | 5 '\ 0 | N R
ality-inchudes the ability to read CML madels aid perform basic fypechecking/on |

d is the ¢ommand-line tool, which also wraps the"'-_.co_r"el f;@g;tionali_ty_; but|
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2 Obtaining the Software

This section explains how to obtain the COMPASS IDE and COMPASS command-
line tool, described in this user manual.

The COMPASS suite is an open source tool, developed by universities and indus-
trial partners involved in the COMPASS EU-FP7 project [FLW12]. The tool is
developed on top of the Eclipse platform [Car(5].
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3 The Command-line Interface

The command-line interface to the COMPASS tool was conceived as a tool for
developers to quickly allow them to access and test the core libraries. This allows
developers of the tool to quickly test new functionality for correctness without
having to create the GUI elements that will control the functionality in the inte-
grated IDE. A beneficial side-effect of having this tool is that general users are not
required to load the IDE to test CML programs, but instead may invoke them via
the command-line.

3.1 Available Functionality

The command-line tool presently has access to the following features in the core
ibraries:

e CML parser _

CML typechecker |

ML AS'T to D€ .-IgI; h generdtio
CNIL interpreter

» ExMmple core plugins

=epen without using it. Generally, the tool will read in a (sequence of) CML
file(s) and then perform a typecheck on the abstract syntax tree (AST). At this
point, the data is ready to be used by the rest of the core libraries and plugins.
It is possible to run the core libraries on an AST that has not been typechecked,
but doing so is not recommended except to test error reporting or if the user only
wishes to generate a DOT graph of the AST.

The DOT graph generator will output a representation of the AST generated from
the input CML files in the DOT language. The output is suitable for use in the
Graphviz suite of graph visualization utilities.! The output is useful for producing
a visual representation of the data used internally by the COMPASS tool to repre-
sent the static structure of a model of a system of systems. This allows a developer
to quickly verify whether the input CML files result in the expected internal data
structures.

'Found at http://www.graphviz.org.
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The Proof Obligation Generator (POG) can be invoked by the command-line tool
and doing so will cause it to produce the internal representation of the consis-
tency and validation checks that the input CML files require. The theorem prov-
ing and model checking plugins planned for future releases will be able to use
these proof obligations to verify the consistency and correctness of the input CML
model.

The CML interpreter is only accessible from the command-line tool in the M12
release of the COMPASS tools. Invoking the CML interpreter on a set of input
CML files will result in the model being executed in a simulation run. The re-
sults of the simulation will be printed to the console during the run. Interfaces to
graphical components are not yet available.

3.2 Basic Invocation

“Kfter obtaining the commandline tool package, decompress it into a folder. In that

ider will be tamong others— the fites clnlc and ¢ml c.pay. Invdcation of the
ac O X) lor [cmle . balt (Windo) isl_c" pt with rlo paramel TS|
ollowing output: B

|
L}

d line CM Che¢ i CML O
witches] Ei;e” 5 . ,<file

Continue on Exception

DOT graph generation,

—dotg=<out> write output to <out>

—dwa = Run the Div Warn Analysis example

-e = Simulation,

—e=<processId> simulate the process identified
by <processId>

—empty — Empty analysis, run the empty analysis
-1 - Interactive mode
-notc - Omit type checking phase
-po - Parse Only, stop analysis after the parsing
—-soe - Silence on Exception
-tco - Type Check Only
. J

Assuming some CML model in a file, example . cml, loading it into the command-
line interface is accomplished by typing cmlc example.cml. If run in this
manner, the output will be:
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COMPASS command line CML Checker - CML 0

Parsing file: example.cml

1 file(s) successfully parsed. Starting analysis:
Running The CML Type Checker on example.cml

Note that, by default, the interpreter is not invoked on input; see Section 3.3.

It is also poss1ble to 1nput CML directly 1nto the command line tool when 1nvoked

-e optlon Since the CML model may have more than one process defined, the
—e=<processId> option mustbe supplied, where <processId> isthe name
of the process that is to be simulated.
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As an example of how this works, consider the following CML model in a file
called example.cml:

channels
init, a, b

process A = begin
@ init -> a -> Skip
end

Trace after step:
<init>

Offered Events:

<a>

Current interpretation state:
C = (A = (a->Skip);B)

Trace after step:

<init><a>

10




